**504 - Sejal Pawar**

**MSc. (Computer Science) Semester - I**

**Paper I (Analysis of Algorithms and Researching Computing)**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  |  | **INDEX** |  |  |
| **NO** | **DATE** | **TITLE** | **PAGE NO** | **SIGN** |
|  |  |  |  |  |
| 1 |  | Randomized Selection Algorithm | 2 |  |
| 2 |  | Heap Sort Algorithm | 4 |  |
| 3 |  | Radix Sort Algorithm | 6 |  |
| 4 |  | Bucket Sort Algorithm | 8 |  |
| 5 |  | Floyd Warshall algorithm | 10 |  |
| 6 |  | Counting Sort Algorithm | 12 |  |
| 7 |  | Set Covering Problem | 14 |  |
| 8 |  | Program for found a subset with given sum | 15 |  |

**Practical 1**

Aim: Write a Program for Randomized Selection Algorithm

Code:

from random import randrange

def partition(x, pivot\_index=0):

    i=0

    if pivot\_index!=0 :

        x[0],x[pivot\_index]=x[pivot\_index],x[0]

    for j in range(len(x)-1):

        if x[j+1]<x[0]:

            x[j+1],x[i+1]=x[i+1],x[j+1]

            i=i+1

    x[0],x[i]=x[i],x[0]

    return x,i

def RSelect(x,k):

    if len(x)==1:

        return x[0]

    else:

        xpart=partition(x, randrange(len(x)))

        x=xpart[0] #partitioned array

        j=xpart[1] #pivot index

        if j==k:

            return x[j]

        elif j>k:

            return RSelect(x[:j],k)

        else:

            k=k-j-1

            return RSelect(x[(j+1):],k)

x=[3,1,8,4,26,7,9]

for i in range(len(x)):

    print(RSelect(x,i))

Output:
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**Practical 2**

Aim: Write a Program for Heap Sort Algorithm

Code:

# To heapify subtree rooted at index i.

# n is size of heap

def heapify(arr, n, i):

    largest = i   # Initialize largest as root

    l = 2 \* i + 1 # left = 2\*i + 1

    r = 2 \* i + 2 # right = 2\*i + 2

# See if left child of root exists and is greater than root

    if l < n and arr[i] < arr[l]:

        largest = l

    # See if right child of root exists and is greater than root

    if r < n and arr[largest] < arr[r]:

        largest = r

    # Change root, if needed

    if largest != i:

        (arr[i], arr[largest]) = (arr[largest], arr[i]) #swap

        heapify(arr, n, largest)#Heapify the root.

# The main function to sort an array of given size

def heapSort(arr):

    n = len(arr)

    # Build a maxheap.

    # Since last parent will be at ((n//2)-1) we can start at that location.

    for i in range(n // 2 - 1, -1, -1):

        heapify(arr, n, i)

        # One by one extract elements

    for i in range(n - 1, 0, -1):

        (arr[i], arr[0]) = (arr[0], arr[i]) # swap

        heapify(arr, i, 0)

# Driver code to test above

arr = [12, 11, 13, 5, 6, 7, ]

heapSort(arr)

n = len(arr)

print('Sorted array using Heap Sort Algorithm is')

for i in range(n):

    print(arr[i])

Output:
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**Practical 3**

Aim: Write a Program for Radix Sort Algorithm

Code:

#Python program for implementation of Radix Sort

# A function to do counting sort of arr[] according to the digit represented by exp.

def countingSort(arr, exp1):

    n = len(arr)

    # The output array elements that will have sorted arr

    output = [0] \* (n)

    # initialize count array as 0

    count = [0] \* (10)

    # Store count of occurrences in count[]

    for i in range(0, n):

        index = (arr[i]//exp1)

        count[(index)%10] += 1

    # Change count[i] so that count[i] now contains actual position of this digit in output array

    for i in range(1,10):

        count[i] += count[i-1]

    # Build the output array

    i = n-1

    while i>=0:

        index = (arr[i]//exp1)

        output[ count[(index)%10] - 1] = arr[i]

        count[(index)%10] -= 1

        i -= 1

    # Copying the output array to arr[], so that arr now contains sorted numbers

    i = 0

    for i in range(0,len(arr)):

        arr[i] = output[i]

# Method to do Radix Sort

def radixSort(arr):

    # Find the maximum number to know number of digits

    max1 = max(arr)

    # Do counting sort for every digit. Note that instead of passing digit number, exp is passed. exp is 10^i where i is current digit number

    exp = 1

    while max1/exp > 0:

        countingSort(arr,exp)

        exp \*= 10

# Driver code to test above

arr = [ 170, 45, 75, 90, 802, 24, 2, 66]

radixSort(arr)

for i in range(len(arr)):

    print(arr[i])

Output:
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**Practical 4**

Aim: Write a Program to Perform Bucket Sort Algorithm

Code:

# Python3 program to sort an array using bucket sort

def insertionSort(b):

    for i in range(1, len(b)):

        up = b[i]

        j = i - 1

        while j >=0 and b[j] > up:

            b[j + 1] = b[j]

            j -= 1

        b[j + 1] = up

    return b

def bucketSort(x):

    arr = []

    slot\_num = 10 # 10 means 10 slots, each

                  # slot's size is 0.1

    for i in range(slot\_num):

        arr.append([])

    # Put array elements in different buckets

    for j in x:

        index\_b = int(slot\_num \* j)

        arr[index\_b].append(j)

    # Sort individual buckets

    for i in range(slot\_num):

        arr[i] = insertionSort(arr[i])

    # concatenate the result

    k = 0

    for i in range(slot\_num):

        for j in range(len(arr[i])):

            x[k] = arr[i][j]

            k += 1

    return x

x = [0.897, 0.565, 0.656, 0.1234, 0.665, 0.3434]

print("Sorted Array using Bucket Sort is")

print(bucketSort(x))

Output:
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Description automatically generated](data:image/png;base64,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)

**Practical 5**

Aim: Write a Program to Perform Floyd Warshall algorithm

Code:

v = 4

INF = 99999

def floydWarshall(graph):

    dist = list(map(lambda i: list(map(lambda j:j, i)) ,graph))

    for k in range(v):

        for i in range(v):

            for j in range(v):

                dist[i][j] = min(dist[i][j] , dist[i][k]+dist[k][j])

    printSolution(dist)

def printSolution(dist):

    print("Following matrix shows the shortest distances between every pair of vertices")

    for i in range(v):

        for j in range(v):

            if(dist[i][j] == INF):

                print('%7s' %("INF"),)

            else:

                print('%7d\t' %(dist[i][j]),)

            if j == v-1:

                print(" ")

# Driver program to test the above program

# Let us create the following weighted graph

"""

      10

(0)------->(3)

   |        /|\

5 |          |

   |         | 1

  \|/        |

(1)------->(2)

      3

"""

graph = [[0,5,INF,10],

 [INF,0,3,INF],

[INF, INF, 0, 1],

[INF, INF, INF, 0]]

#Print the solution

floydWarshall(graph);

Output:
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Description automatically generated](data:image/png;base64,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)

**Practical 6**

Aim: Write a Program for Counting Sort Algorithm

Code:

# The main function that sort the given string arr[] in  alphabetical order

def countSort(arr):

    # The output character array that will have sorted array

    output = [0 for i in range(256)]

    # Create a count array to store count of individual characters and initialize count array as 0

    count = [0 for i in range(256)]

    # For storing the resulting answer since the string is immutable

    ans = ["" for \_ in arr]

    # Store count of each character

    for i in arr:

        count[ord(i)] += 1

    # Change count[i] so that count[i] now contains actual position of this character in output array

    for i in range(256):

        count[i] += count[i-1]

    # Build the output character array

    for i in range(len(arr)):

        output[count[ord(arr[i])]-1] = arr[i]

        count[ord(arr[i])] -= 1

    # Copy the output array to arr, so that arr now contains sorted characters

    for i in range(len(arr)):

        ans[i] = output[i]

    return ans

# Driver program to test above function

arr = "geeksforgeeks"

ans = countSort(arr)

print("Sorted character array using Counting Sort Algorithm is: %s"  %("".join(ans)))

Output:
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**Practical 7**

Aim: Write a program for Set Covering Problem

Code:

def set\_cover(universe, subsets):

    """Find a family of subsets that covers the universal set"""

    elements = set(e for s in subsets for e in s)

    # Check the subsets cover the universe

    if elements != universe:

        return None

    covered = set()

    cover = []

    # Greedily add the subsets with the most uncovered points

    while covered != elements:

        subset = max(subsets, key=lambda s: len(s - covered))

        cover.append(subset)

        covered |= subset

    return cover

def main():

    universe = set(range(1, 11))

    subsets = [set([1, 2, 3, 8, 9, 10]),

        set([1, 2, 3, 4, 5]),

        set([4, 5, 7]),

        set([5, 6, 7]),

        set([6, 7, 8, 9, 10])]

    cover = set\_cover(universe, subsets)

    print(cover)

if \_\_name\_\_ == '\_\_main\_\_':

    main()

Output:
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**Practical 8**

Aim: Write a Program for ‘found a subset with given sum’

Code:

# A recursive solution for subset sum problem

# Returns true if there is a subset of set[] with sun equal to given sum

def isSubsetSum(set,n, sum) :

    # Base Cases

    if (sum == 0) :

        return True

    if (n == 0 and sum != 0) :

        return False

    # If last element is greater than sum, then ignore it

    if (set[n - 1] > sum) :

        return isSubsetSum(set, n - 1, sum);

    # else, heck if sum can be obtained by any of the following (a) including the last el-ement (b) excluding the last element

    return isSubsetSum(set, n-1, sum) or isSubsetSum(set, n-1, sum-set[n-1])

# Driver program to test above function

set = [3, 34, 4, 12, 5, 2]

sum = 9

n = len(set)

if (isSubsetSum(set, n, sum) == True) :

    print("Found a subset with given sum")

else :

    print("No subset with given sum")

Output:
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